
A Preliminary Empirical Evaluation of the Effectiveness of
a Finite State Automaton Animator

Michael T. Grinder
Computer Science Department

Montana Tech of the University of Montana
Butte, MT 59701
mgrinder@mtech.edu

Abstract

The FSA Simulator is a Java program created to al-
low computer science students to work and experiment
with finite state automata (FSAs). One of its unique
features is the ability to compare the languages of two
FSAs. This FSA comparison feature lets the software
give students feedback about the accuracy of their work
as they do exercises, guiding them toward a correct so-
lution. This paper discusses some preliminary experi-
ments performed to determine the effect of this feedback
mechanism on students’ learning. Two experimental
labs were conducted, the results of which suggest that
this feature improved students’ success rate when doing
exercises, but did not appear to significantly improve
the students’ performance when the comparison feature
was not available.
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1 The FSA Simulator

The FSA Simulator is an animation program for simu-
lating finite state automata. It was developed as a part
of a larger project at the Webworks Laboratory at Mon-
tana State University. The goal of the Webworks Lab-
oratory is to develop web-based educational resources
that include interactive animation software. Webworks’
main focus is to produce such resources for teaching the
theory of computation.

Most of the features of the FSA Simulator are a sub-
set of the features of similar software packages, such
as JFLAP [3] and JCT [6]. Using the FSA Simulator,
users can build FSAs using a graphical state diagram
representation. Once an FSA has been built, users can
test arbitrary strings for acceptance. The FSA Simu-
lator’s unique feature is its ability to load a pre-built
FSA in the background and compare the language of
the background FSA with the language of the FSA that
the user is currently manipulating. If the languages of
the two FSAs differ, the program will display example
strings to illustrate where the differences lie (as depicted
in Figure 1). This feature allows instructors to create
exercises that give students enough feedback to guide
them to a correct solution. More information about the
FSA Simulator’s features and implementation is avail-
able in [4].

2 Goals

The initial inspiration for the FSA comparison feature
was the observation that, even with the help of the FSA
Simulator, students would often build incomplete solu-
tions to exercises without receiving any feedback about
where their solutions were incorrect. Although the stu-
dents had the ability to test their FSAs using strings
from the language, their testing was nearly always per-
functory. The comparison feature allows students to
detect when their solutions are incorrect and receive
hints about where the problem lies. We hoped that
over the course of several exercises, the students would
be able to successfully complete exercises more quickly,
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Figure 1: The FSA Simulator after doing a comparison operation.

would begin to learn where they were making mistakes
when constructing FSAs, and would learn how avoid
such mistakes as they progressed. We also hoped that
such guided exercises would improve the students’ per-
formance when the comparison feature was not avail-
able.

3 Previous Work

Although studies have shown that narrated animations
help students learn about mechanical processes [5], little
formal evaluation has been done to study the effects of
interactive animation software in CS education. The
most prominent examples of such evaluation within the
CS education community are the studies conducted at
Georgia Tech to evaluate algorithm animation software
(for example, [2]), which produced mixed results.

4 Experiments

4.1 Subjects

Two experiments were performed in the lab sections of
computer science courses offered at Montana State Uni-
versity during the spring semester of 2002. The first
experiment was performed in a first-year course, CS
221. This course is mainly taken by computer science
and computer engineering students during the second
semester of their first year, after having taken an in-
troductory programming class. The second experiment
was performed in a second-year course, CS 223. This
course is usually taken by computer science majors dur-
ing the second semester of their second year. Some com-

puter engineering students also take CS 223 as a pro-
fessional elective. The content of the experimental lab
was not directly related to the content of either course.
Students were not graded on their performance in the
lab, but did receive course credit for attending and par-
ticipating.

Before the students began the lab assignment, they were
asked to fill out a form to provide some demographic in-
formation about themselves. The form asked for each
student’s age, sex, major, year in college, approximate
grade point average, and standardized test scores. Stu-
dents were also asked whether they were familiar with
terms related to the subject of the lab, such as finite
state automaton and regular expression, to determine
whether they had any previous exposure to the topic.
To protect the students’ privacy, the information pro-
vided in these forms was associated only with a number
assigned to the student.

Fifty-two students participated in the first experimen-
tal lab and forty-four students in the second. Three of
the students in Experiment 1 and six of the students
in Experiment 2 were women. All of the women ended
up being in the test groups. Most of the students in
the first lab were male, traditionally-aged, first-year stu-
dents majoring in computer science or computer engi-
neering with little or no experience with topics related
to regular languages. The students in the second ex-
periment had similar demographics, although they had
taken more computer science classes and some of them
were also taking the theory of computation course, CS
350, concurrently with CS 223.
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4.2 Design

For the first experiment, there were three sections of the
lab, each lasting two hours. Each section was assigned
to be in either the test or control group. The first and
third sections, a total of 28 students, made up the test
group. The second section, with 24 students, was the
control group. The second experiment had two lab sec-
tions. The first section, 17 students, was designated the
control group and the second section, 27 students, was
the test group.

Overall, the demographics of the test and control groups
for both experiments appeared to be equivalent. A more
controlled way of choosing test and control groups would
have been preferable, but was not practical at the time.

4.3 Treatments

The experimental labs were divided into two parts. In
the first part, the students read through a web-based
tutorial drawn from material in the Webworks Labora-
tory’s theory of computation hypertextbook [1]. Exam-
ples in the test groups’ tutorial used the FSA Simulator
as an applet embedded in HTML pages. In place of
the applet, the control groups viewed static images that
conveyed equivalent information.

While they were reading through the tutorial, the stu-
dents completed four exercises. Exercise 1 asked the
students to identify the parts of an FSA, such as the
start and final states. They were also asked to deter-
mine if the automaton accepted specific strings. Exer-
cise 2 asked the students to construct a state diagram
of an FSA from its formal description. For Exercise 3,
the students were asked to construct a finite automaton
that accepted identifiers for a programming language.
In Exercise 4, participants were asked to construct a
finite automaton that accepted floating point literals.

The test groups used the FSA Simulator with the com-
parison feature during all of the exercises. Images of
solutions to the exercises were made available to the
control groups as links from the exercise pages. Both
groups were asked to write down their answers to the
exercises on a paper worksheet.

The second part of the lab was a paper-and-pencil test
with five problems similar to the exercises in the tuto-
rial. Problem 1 of the test was similar to Exercise 1, but
two additional questions were added. Students were also
asked to identify a string that would be accepted and
one that would be rejected by the FSA. For Problem 2,
the students were asked to write a formal description of
the FSA depicted in Problem 1. This was a bad idea,
since the students did not have access to a description
of the formal definition during the test. The answers
to this problem were not graded. Problem 3 asked the

students to draw a state diagram of a finite state au-
tomaton which accepts binary strings that start with 1
and end with 0. Problem 4 was similar to Problem 3.
The language for this problem was binary strings with
at least three 1s. Problem 5 was to create an FSA that
accepted a language consisting of binary strings that do
not contain the substring 110.

All students took the same test without reference to
any of the online materials from the tutorial. The lab
needed to be completed within 110 minutes. If students
were not done with the tutorial within 80 minutes, they
were asked to stop where they were and take the test
during the last 30 minutes.

4.4 Observations

The students in both test groups spent much more time
on the lab than the students in the control groups. It
was observed that some of the test groups’ students en-
countered difficulties while learning the applet’s user in-
terface. Students in the test groups spent more time
working on the exercises than their classmates in the
control groups. This may be attributed, in some cases,
to the extra time needed by the test groups to learn
the applet’s interface. Also, the test groups’ ability to
receive feedback about their solutions may have encour-
aged them to keep working an a solution until it was cor-
rect. Many of the students in the test groups, therefore,
did not have sufficient time to work through all of the
exercises. Nearly a third of Experiment 1’s test group
were not able to begin Exercise 4. Most of the students
in the control groups, on the other hand, completed the
exercises and the test much more quickly. All of the
students in the Experiment 1’s control group completed
the entire lab in less than 90 minutes.

Many of the students in the test groups appeared to en-
joy working with the FSA Simulator applet. The abil-
ity to check the accuracy of solutions and receive hints
when incorrect solutions were submitted made the exer-
cises seem like a puzzle game. A few of the students even
competed with each other to see who could complete the
exercises first. The control groups were much more sub-
dued. The students in these groups asked fewer ques-
tions and appeared to be much less enthusiastic about
the lab.

4.5 Results

The results of labs are summarized in Tables 1 and 2.
Although the test groups tended to do better on most of
the exercises and test problems, the differences between
the test and control groups were often not significant.
The significance of the differences between the test and
control groups for Exercise 1 and Problem 1 were tested
using a one-tailed t-test with Student’s t distribution

159



(α = 0.05). Fisher’s Exact Probability Test (also with
α = 0.05) was used to determine the significance of the
results for Exercises 2-4 and Problems 3-5.

5 Analysis

The original goal of the comparison feature was to guide
students to the successful completion of exercises. The
data from the two experiments appears to demonstrate
that the comparison feature of the applet does improve
students’ peformance on exercises. The data suggests
that the test groups had an advantage over the con-
trol groups when doing the exercises, especially as the
exercises became more difficult. The groups in both ex-
periments seemed to be equally matched on Exercise 1
and Problem 1. In Experiment 1, the test group did
significantly better than the control group on Exercises
3 and 4. The results weren’t quite as pronounced for
Experiment 2, the test group did do significantly better
than the control group on Exercise 4, but the differ-
ence on Exercise 3 did not quite fall into the significant
range.

Although the success rates for the test group were
higher than the control group for Exercises 2-4, they
were lower than original expectations. It may be that
some of the students in the test groups were able to
successfully complete the exercises, but made mistakes
when transferring the state diagrams from the com-
puter screen to their worksheets. Future evaluations
should probably use a completely electronic system for
exercises to prevent such problems. Also, as mentioned
above, the test groups spent much more time complet-
ing the exercises than the control groups. It may be
that some of them could have successfully completed
more of the exercises if they had had more time.

The results from the paper-and-pencil test were not as
encouraging. There were no significant differences be-
tween the test and control groups on any of the test
problems, although Experiment 2’s test group did per-
form quite a bit better than the control group on Prob-
lem 4. It appears that the advantages that the test
groups had when doing the exercises did not necessarily
carry over when the applet was not used. There are sev-
eral possible explanations for this. The students might
not have spent enough time with the simulator to pro-
duce any lasting benefit, the students in the test groups
might not have had enough time to complete the test,
or working with the FSA Simulator might not provide
any measurable benefit over pencil-and-paper exercises.

6 Future Work and Conclusion

Much more work needs to be done in evaluating how use
of the FSA Simulator affects learning. The evaluations
described in this paper were very limited and are not a

sufficient base from which to draw definite conclusions.

The evaluation process needs to be improved to improve
the quality of the results. A larger pool of subjects needs
to be found for the testing, so that the subjects are more
representative of the target student population. Also,
the test instruments need to be more carefully designed
to ensure that they are indeed testing students for the
correct knowledge.

An important follow-up evaluation would be to observe
use of the FSA Simulator throughout a theory of com-
putation course. How would the FSA Simulator affect
learning if students saw it demonstrated during lectures,
used it to complete several homework exercises outside
of class, and then used it while taking an exam? It
would seem that such extensive exposure would have a
strong positive effect on how well students would under-
stand FSAs, but the results of are difficult to predict.

It would also be helpful to do a formal evaluation of stu-
dents’ attitudes toward using the simulator. If it could
be shown that use of the FSA Simulator significantly
increased students’ enthusiasm for the study of the the-
ory of computation, that would be a compelling benefit
even without an accompanying increase in students’ un-
derstanding of the subject.

The results of these preliminary evalutions give a good
basis for much fruitful research in the future. Over time,
we should be able to gain a much firmer grasp of how
to best use technology to improve computer science ed-
ucation.
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